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#### Abstract

Since digital computers came into widespread use in the early 1960's there has been the need to educate Engineers and Scientists in the areas of logic, machine organisation and programming. The computer described is aimed primarily at the teaching of machine organisation while offering useful facilities in the other areas. In the past, machines demonstrating computer architecture have been special purpose machines, they are now rather dated and have proved to be very expensive. The new machine uses a microprocessor to simulate the operation of an educational computer in which the content of all registers and states of gates are simultaneously displayed. The computer has an order code and architecture which is typical of modern small computers and has four modes of operation, viz:- 'Manual' in which individual parts of the machine can be manipulated manually by push buttons. 'One bit' in which the machine will obey an instruction one-step at a time and return to manual mode on completion of the instruction. 'One Instruction' when the machine will carry out the sequence of steps forming an instruction at a selected speed and will return to manual mode on completion of the instruction. 'Continuous' in which the machine obeys sequential instructions taken from the store until it is stopped manually or reaches a 'halt' instruction when it returns to manual mode.

While such a computer could be a specially built machine as in the past, use of a microprocessor reduces the display to a series of lamps and push buttons interfaced to the processor and the apparent operation of the computer is determined by the program held in Read-only memory. Thus changes in the architecture of the order code of the educational computer can be achieved by re-writing part or all of the program and it is therefore anticipated that the machine described will be capable of enhancement both easily and cheaply.
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Plate 1: General View of the Educational Computer.
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## CHAPTER 1:

## Introduction

The Department of Applied Physics and Electronics has long been interested in the teaching of digital electronics and its extension in the organisation of Digital Computers. To this end, the design and construction of an Educational digital computer was undertaken in 1966 by R. Brunskill and the M.Sc. Thesis describing that machine was published in 1969. (Ref. 1). Other machines existed before that date, notably the Abacus Computer, initially designed by Elliott Bros. and subsequently adopted by Feedback Ltd. This machine is still available at a current price of about $£ 4,000$ but, because of its early design, uses serial arithmetic processes and its architecture and order code are rather dated.

The design undertaken in 1966 was an attempt to produce a cheaper and more modern machine. At that time, T.T.L. integrated circuits were becoming widely available and it was anticipated that a cheaper machine could be produced and a more modern architecture adopted at the same
time. In the event the machine was not exploited commercially because its cost/benefits were not sufficiently favourable to displace the established machine.

In 1972 as a result of work in the calculator field, Intel Corporation of the U.S.A. introduced a 4 -bit general purpose microprocessor unit and followed this fairly quickly with an 8-bit unit, the '8008'. As with integrated circuits in the mid-1960's, it was anticipated that widespread use of the new devices would result in significant cost reductions and indeed this has proved to be the case, the unit cost of the 8008 having fallen from about $£ 70$ in 1973 to $£ 20$ in 1975.

It was appreciated by University staff in 1972-73 that use of such a device would permit a fresh approach to the Educational Computer with every chance that the result would be both cheap and modern and with the further advantage that because the architecture of the new machine would be determined by the microprocessor program, it could be modified and updated simply by writing a new program.

In the course of discussion between Drs. Morant and Stanier of the University and the author in the early part of 1973 , it was decided that such a development would be undertaken and work was begun in October 1973.

No attempt was made initially to assess the relative merits of the 4- and 8-bit processors 4004 and 8008 in this application. It was obvious that the 8008 would be of more general use within the Department for undergraduate 1 aboratory work and other postgraduate projects than the 4004 and therefore this project was also based on it. Since the
computer which has been produced is ohservably slow, it is clear that use of the 4004 which would have required a longer program, would have resulted in an unacceptably slow machine.

The early part of the project was concerned with establishing the architecture of the teaching machine:-
a) The Abacus computer by Feedback and the 1966 Durham Computer were examined and compared in their structure and order code. Programs were written and run on the Durham machine. At the same time commercially available machines, notably the Argus 600 by Ferranti (Ref. 3), PDP8e and PDP11 by Digital Equipment Corporation (Refs. 4, 5) and SPC 16 by General Automation Inc. (Ref. 6) were examined with a view to discerning the trends in modern small computer design.
b) With the additional constraint that the word length should be as short as possible, designs based on a single working register were considered and programs written in order to test the usefulness of the proposed order codes. By the end of 1973 it was clear that only a very limited machine could be built on that basis and a multi-register approach with indirect addressing of store was formulated. The architecture adopted thus resembles the later machines PDP11, SPC16 and the Intel microprocessor rather than the earlier single-address, single register types.

January to June 1974 was devoted to the design and construction of the computer panel and the interface to the microprocessor prototyping unit SIM - 8 which is a general purpose unit supplied by Intel and incorporating a microprocessor 8008 together with Read-only memory (R.O.M.), Random Access memory (R.A.M.), lngic necessary for controlling the 8008, two input and four output ports.

With the interface working correctly, the program was written over the period June 1974-June 1975; the final program contains 927 8-bit words and therefore occupies $3 \frac{1}{2}$ Programmable kead-only memories, type 1702. The period of twelve months to write a program of 1000 words may be considered rather long but it is in keeping with the general industrial experience that Software costs are surprisingly high and of ten greater than the hardware cost. In this case it was found that the program could be simplified in parts if the display interface was re-arranged and this was generally done. With experience of writing program in the machine code, it became possible to write more efficient code and consequently sub-routines which were written in the early part of this period could be re-examined later and shortened without loss of any essential features. In some cases, the improvement represented a $50 \%$ saving of instructions.

With the program complete it only remained to make the Educational Computer independent of the commercial item SIM-8 by designing and constructing a circuit board containing the microprocessor 8008 and the minimum necessary R.O.M., R.A.M. and control logic. Since this was a prototype circuit, various monitoring and control facilities were also included which would not be necessary in a production model. This circuit was completed in July 1975 and when augmented by a purpesebuilt power supply designed and constructed by the Electronics Workshop the project was complete in September 1975.

## CHAPTER 2:

## Specification of the Machine

### 2.1 General

Certain essential and other desirable features of a teaching machine were enumerated at the time of the design of the 1966 machine and since these are still largely applicable today they have been incorporated in the present machine. These features with some observations are:-
i) The teaching machine must be a computer rather than a complex logic trainer.
ii) The operation of the machine must be demonstraflable in much greater detail than is possible with commercially available computers. This implies a large display panel with a comprehensive mimic diagram and lamps indicating the flow of information and states of all major control gates. Push button switches should provide for manual operation. The further suggestion at that time that the logic circuitry should be accessible for detailed examination is simply not possible in a simulated machine of the present type.
iii) The machine should be capable of step by step operation over a range of speeds.
iv) It should be cheap enough for purchase by University and College departments. The upper price limit in 1969 was thought to be £2,000. In the event this aim was not met and presently it is felt that a marketing price of not more than $\mathrm{f} 1,000$ would be necessary to ensure commercial acceptance. This implies a cost of components of about $£ 300$.
v) The educational aspect should be borne in mind throughout the project and instruction manuals produced for the machine. Also intended at that time was the incorporation of the then new integrated circuits, printed wiring, an up-to-date architecture and some provision for extension at a future date. It is now generally recognised that the preparation of a printed circuit is not commercially justified unless several circuits of a particular type are to be made and since only a prototype is involved here, the more appropriate method of construction using Veroboard was used.

Integrated circuits are no longer novel, they are used as a matter of course. The various technologies are all used side by side, this being aided by the general tendency of manufacturers to make their vaious units $T . T . L$ compatible. In chis paricular project the microprocessor and Read-only memory are P-channel. M.O.S. devices, the Randomaccess memory is $N$-channel silicon-gate M.O.S., general logic is T.T.L, the more complex M.S.I. units being used wherever possible while some of the Intel units designed specifically for interfacing to microprocessors are Schottky T.T.L.

Since the prototype was built, the range of Complementary M.O.S. devices has increased and the price has fallen. It is therefore likely that a new design would use these elements instead of T.T.L.

The aims of an up-to-date architecture and the provision of spare capacity to allow 'stretch' remain valid. These topics are dealt with fully in the later sections.

### 2.2 Front Panel Operation

The 1966 machine had a total of 58 push-button switches of which some 40 were actually used. Mounted on the consoles at the foot of the panel, they were 1 inked with the panel by reference numbers, so that, if one wished to clear a register it was necessary to trace the 'clear' line of the register to the edge of the panel where it was numbered and then to locate and operate the push-button of corresponding number. With experience, the buttons which were frequently required came to be remembered but few students would spend long enough with the machine for this to occur.

An attempt has been made to improve this situation in the new machine by locating most push-buttons on the panel itself alongside the gates which they control. This has not been possible in every case and the console at the foot of the panel still carries eleven push-buttons but the remaining 24 have been dispersed to their functional positions. In the course of development it was realised that an operator would only have two hands and those of limited span, so that the number of push-but ton switches which could be simultaneously operated was limited. The final design only requires two push-buttons to be operated simultaneously and to achieve this it was necessary to imply the presence of memory in two of the computer functions where none need exist in a real computer. These functions are:-
n) The Arithmetic and lopic Init where the required operation is selected by push-button or instruction and is remembered by the unit until a new operation is selected.
b) The store address which could sinply he gated from one of three registers is, instead, remembered in a store-address register.

### 2.3 Front Panel Indicators

The traditional logic indicator on earlier teaching machines and logic tutors was the filament lamp. This has four main disadvantages:-
a) Heavy power consumption, approximately 1 W per lamp so that a panel of 80 lamps all lighted consumes some 80 W .
b) Following from (a) a lamp driving transistor capable of switching perhaps 40 mA at 25 V must be provided for every 1 amp .
c) Low reliability. The failure rate of incandescent lamps is very much greater than that of integrated circuits and other electronic components in properly designed circuits. Therefore it is likely that the most common fault in a teaching computer will be the failure of the indicator 1 amps . This has certainly been the case with the 1966 machine.
d) High cost. The lamp itself is quite cheap but it is generally mounted in a bezel with a coloured lens which makes the total cost high.

The alternative, available since about 1972 is the Light Emitting Diode (L.E.D.). These were initially of interest to the Electronics Industry because of their high reliability (of the same order as that of a transistor) and their low power dissipation. ( $1.8 \mathrm{~V} ., 20 \mathrm{~mA}$ ).

Their initial high cost has fallen so that the cheapest have now a lower cost than a 1 W incandescent bulb. A type with consistent and adequate light output now costs about 30 p and at this price although more expensive, is preferable to a filament lamp as an indicator. At the time that the display panel was designed and constructed only red LEDs were suitable, other colours were available but they were expensive and inefficient (i.e. lower light output and a larger current). The main disadvantage of the LED is that the light output is low compared to a 1 W filament lamp and most LEDs are fitted with an integral lens which projects the available light forward through a limited angle. The result of this is that a display panel using these lamps must be viewed from the front and high ambient light avoided.

The panel must also be covered at the back to prevent light entering the LEDs from the back and giving the impression that the lamps are on.

### 2.4 Architecture of the New Machine

The machine designed and constructed in 1966-69 has been in regular use in the teaching laboratory of the Department of Applied Physics and Electronics. Its performance in this role has been satisfactory and there was no feeling that it was old-fashioned and due for replacement, but rather that the microprocessor had so sufficiently changed the situation that a new machine based on it could be cheap enough to find widespread application. Nevertheless there were certain aspects of the machine that it was felt could be improved.
a) Word length. This was originally chosen to be 12-bits so that the multiplication of two numbers, one of 4-bits or less, the other of

7-bits or less could be demonstrated. Due to the high cost of display it was felt that a shorter word length should significantly reduce the cost and at the same time still demonstrate arithmetic processes adequately. Thus an aim of fairly high priority in the new design was a word length of 8-bits.
b) Order Code. In Memory Reference Instructions four bits of the word were used to specify the instruction, the remainder specified the address but in machine-operating instructions these extra bits were often unused. This led to a rather inefficient order code which lacked some of the instructions which one would expect to find, e.g. an unconditional jump or a logical operation. It can be noted in passing that the order code of this machine is similar to that of the 'Abacus' teaching computer and of the same general structure as the PDP8. By microprogramming of the machine instructions, the PDP8 is enabled to have a much wider range of instructions than either of the other machines.
c) Input/output instructions. Since these instructions were never implemented on the computer it was impossible to demonstrate any real-time program.
d) Modifier. An event of great significance in the development of the early computers was the introduction of the 'B-1ine Modifier' since it greatly facilitated the access to sequential store locations and thus simplified list-processing. While the name no longer appears in computer literature, the function is still provided by some form of auto-indexing register which can be used to address store. A modifier register was provided in the 1966
machine and instructions provided for loading it and program branching dependent on its state. Experience with the machine has shown however that little use was made of this feature and little importance was attached to its implementation in the new machine.
e) Sub-routine linkage. All commercial machines have some provision for linking sub-routines to a main program. The means adopted can be basically either hardware or software although generally there is some of each. In the former case a common arrangement is for the computer to have a push-down stack (or 1ast-in, first-out address register) in which the current address is held in the first location; when a 'Call sub-routine' instruction is obeyed, the first address of the sub-routine is pushed on to the stack and all addresses previously in the stack move down one level. Since the stack must be finite, the lowest address is lost.

In a software implementation, a common system provides for subroutine return addresses to be held in a reserved part of the store. A stack-pointer indicates the next vacant location in this area. When a sub-routine is called, the address of the next instruction of the current program is stored in the location addressed by the stack pointer, the stack pointer is incremented and the sub-routine starting address is ioaded into the program counter. On return from the sub-routine the stack pointer is decremented and the content of the addressed location is loaded into the program counter. While no sub-routine provision was made on either the 1966 or the Abacus machines, serious consideration was given to the desirability of providing a single level of sub-routine on the new machine. It was finally decided that it should not be provided since the machine
would inevitably be slow and the programmes which experience had shown were used were quite short and not generally sufficiently complex to require sub-routines. It can be noted that when program is held in random-access memory, sub-routines can be implemented by loading the return address into the final return jump of the sub-routine before entering the subroutine. This system, while tedious, could be used if a subroutine was considered essential in some particular program.

### 2.5 Consideration of an 8-bit, direct-address machine

With an 8-bit machine based on the architecture of the PDP8 or the previous educational computers, some of the 8 -bits are used for the instruction, the remainder for the address. Thus if two bits are used for the instruction the remaining 6 bits allow $64\left(2^{6}\right)$ memory locations to be directly addressed. If three bits specify the instruction, 32 memory locations can be directly addressed. The only reasonable compromise between an adequate instruction repertoire and adequate direct address field is thus 3:5.

The address field could be extended by a separate Page-address register of 4 bits which would be altered in value by an operating instruction and would provide a total store of 16 pages each of 32 locations or lines. The line directly addressed by the memory reference instruction would be on the page currently addressed by the page address register.

If the input/output instructions were small in number so that no peripheral address need be incorporated in the instruction, then the three bits for the instruction would provide a repertoire of seven memory reference instructions and a group of 17 operating instructions.

The memory reference instructions could be:-

Code

0

1

2

3

4

5

6

Action
Transfer the contents of the accumulator to the specified store location.

Add contents of specified store location to the accumulator. Subtract contents of specified store location from the accumulator.

Multiply content of the specified store location by the accumulator.

Divide content of the specified store location by the accumulator.

Form logical AND between specified store location and the accumulator.

Jump to specified line of page specified by the succeeding byte.

Of the possible 32 operating instructions specified by code 7 , half would be absorbed by the literal instruction 'load the page address register with ...' leaving 16 for other purposes. These would have to include instructions of the following types:-

Skip the next two instructions.
Shift accumulator right.
Shift accumulator left.
Complement accumulator.
Input to accumulator.
Output from accumulator.
While this system is based on the structure often employed in commercial computers of the $1960^{\prime}$ s it incorporates two types of instruction which did not generally appear in small computers of that time.
a) The 2-byte iump instruction; the first byte specifies 'iump' and the line number, the second specifies page number. The multi-byte instruction is much more common in small computers which have become available in the $1970^{\prime} \mathrm{s}$.
b) The 1 iteral instruction 'Load page address register with ...' This again is much more common in the later designs and while it is only a single length instruction in this case, it could equally be a double length instruction if one wished to load an 8-bit number.

When this code was postulated it was intended that the machine would use signed-binary notation in its arithmetic processes, test programs of the type which had been used on the earlier computer were written in order to test the code.

The difference between this and the earlier machine was in the word length and while previously the square root of a number up to 2048 could be calculated, the limit now was 128 and the answer was limited to the range 1 to 11 ; a rounding error in the final bit would result in an error of at least. $9 \%$. In view of this reduced accuracy it was felt that the machine should be programmable for double-length working and in trying to achieve this it became apparent that signed-binary notation was incompatible with this aim. Two solutions were considered, the first that the machine should have a concealed pre-selector switch to select signed-binary or two's complement was rejected because it was felt that confusion would be caused when the switch was found to be in the wrong position during the course of a demonstration. The second, that the order code be extended to deal with both types of notation was rejected because it would result in a large proportion of the possible instruction codes being used, thus precluding further development and furthermore, that many of the orders would be obscure.

### 2.6 Consideration of an 8 -bit computer having seven registers and indirect store addressing

If the need to specify a store address can be removed from the instruction, then an 8 -bit machine immediately has a possible repertoire of 256 instructions. There is still the need of course for some register which addresses store and which can be set up to point to any particular location; this will be called the 'store-addressing register.' Thus the memory access system proposed is such that when an instruction specifies 'fetch from store' or 'put in store' the location used will be determined by the value of the store-addressing register. Use of an 8-bit register in this application provides a total store of 256 words which was considered to be quite adequate.

Other specific registers which are needed are the Program Counter, and an Accumulator. Since access to the store has been made more difficult it is necessary to make it less frequently if economy of program code is to be maintained; this means that there must be a series of general-purpose registers to which access is easily obtained and which can hold data that is currently required. If data is to be transferred between these registers and to and from store, a certain number of bits is required in the instruction to specify the source and destination registers. Allocation of two bits to this purpose only allows accumulator, store, store-addressing register and program counter to be specified and the system is minimal and very inflexible. If four bits are allocated, all 256 instructions are used for interregister transfers leaving none for any other purpose. Thus a total of eight registers requiring three bits to specify each is the only possible compromise and they consist of the four already listed plus an extra four forming a scratch-pad memory.

When six of the eight bits have been used to specify the source and destination registers, 64 of the possible 256 instructions have been allocated. The remainder can be divided into those specifying a single register and machine instructions independent of the registers. Examples of the former are 'Clear register $X$ ' and 'Add contents of register $X$ to the accumulator' while examples of the latter are 'Halt' and 'Shift accumulator one place right.'

If all the remaining instructions were of the former type there could be a total of 24 ; if that number were reduced to 16 there would be codes available for 64 machine instructions of the latter type.

It is also apparent that two-byte literal instructions of the type 'Load register $X$ with ...' could also be provided.

The wide range and large number of instructions available with this type of architecture were extremely attractive: the problem of number notation could be solved simply by providing both; a general purpose register could be made auto-indexing so that a modifier register would be provided; by associating an adder with the program counter, programrelative jumps could be provided. Multiplication and division could be implemented with single length machine instructions if two of the general registers were assigned to the task.

As a result of these considerations it was decided to adopt this architecture and the remainder of the project was concerned with its implementation. In the course of this the detail of the computer gradually crystallised, certain features which had initially seemed desirable were discarded and replaced by others, some features which were quite feasible were not implemented because it was felt that the resulting complication would detract from the merit of the machine as a teaching aid and a large block of instruction codes were reserved for future extension.

### 2.7 More detailed specification of the computer

The machine has eipht registers which are addressed by number:-

0 Accumulator
1,2,3,4 General purpose registers
5 Store-addressing register
6 Program counter
7 Store, addressed by register 5.
With the exception of the store, each register can be cleared, complemented, incremented and decremented.

Data is. transferred between the registers by means of the Data-bus; each register being gated so that its data can be impressed on the bus and also so that it can accept data from the bus. Also gated to the data-bus is a set of eight toggle switches which represent one of the machine peripherals and are known as 'input $0^{\prime}$.

Working in conjunction with the accumulator is the 'Arithmetic and Logic Unit' (ALU) which requires two sources of input data; the first of these is the accumulator and the second is the data-bus. The result of the ALU operation is loaded directly into the accumulator replacing the data originally held there. The ALU is capable of four operations:-

Add The two 8-bit words are added in 2's complement format

Subtract The data from the bus is subtracted from the accumulator data in 2 's complement format AND The logical AND between the data words is formed

OR
The logical OR between the data words is formed

The operation being performed by the ALU is indicated by a lamp which remains set until changed to another function for the next operation. This 'memory' is not functionally required here but manual operation would be impossible without it.

The ALU contains three flags which are set according to the result of the ALU operation, they are:-

| Carry | If there is an overflow from the most |
| :---: | :--- |
| Negative | If the most significant bit is 1 |
| Zero | If all eight bits are zero |

The carry flag is also affected by the shift instruction as detailed in the order code listing in Section 2.8.

The store can be addressed from registers 5 \& 6 (Store-addressing register and Program counter) and, in manual mode only, from input 0. A store address register is provided which accepts data via a gate from each of these three sources and maintains its value until new data is gated to it. In the case of semiconductor memory it is not necessary to hold the address in this way but this is another case where manual operation would be impossible without it.

As well as being gated to the data-bus, the store output is gated to the 'Instruction register and Decoder' where instructions are decoded into one of sixteen types. In manual mode only, the instruction register can be set up from the switches, input 0 .

The general organisation of the processor is shown in Figure 2.1 while Plate 1 shows the general appearance and layout of the prototype machine.


Figure 2.1 Organisation of Educational Computer.

### 2.8 The Order Code

The order code as finally implemented on the machine is given here. Most instructions are given in Octal format but in one or two cases certain bits have to be specified in binary for complete clarity.

## Code

## Operation

## $000_{8}$ or $377_{8}$ Halt.

$\mathrm{IXY}_{8} \quad$ Copy the content of register Y into register X .
20X $\mathrm{X}_{8}$ Clear register X . If $\mathrm{X}=7$, no operation.
21X $\mathrm{X}_{8}$ Complement register X . If $\mathrm{X}=7$, no operation.
$22 \mathrm{X}_{8}$ Increment register X . If $\mathrm{X}=7$, no operation.
23X Decrement register $X$. If $X=7$, no operation.
$24 \mathrm{X}_{8} \quad$ Add content of register X to accumulator. Set Carry, Negative and Zero flags according to result.
$25 \mathrm{X}_{8}$ Subtract content of register X from accumulator. Set Carry, Negative and Zero flags according to result.
$26 \mathrm{X}_{8} \quad$ Form logical AND between content of register X and original content of accumulator. Result in Accumulator. Set Negative and Zero flags according to result. Carry flag to zero.
$27 \mathrm{X}_{8}$

30X $\mathrm{X}_{8}$ Load switch setting (input 0) into register $X$.

Code
Operation
31X, $32 \mathrm{X}, 33 \mathrm{X}_{8}$ Reserved for input and output instructions. No operation at present.
$34 \mathrm{X}_{8} \quad$ Load register X immediately with the following byte of data. (a two-byte instruction)
$35_{8} \mathrm{CNZ}_{2}$ (a) 354 , Load the program counter with the following byte if the Carry flag is 1. (b) 352, Load the program counter with the following byte if the Negative flag is 1. (c) 351 , Load the program counter with the following byte if the Zero flag is 1. If more than one flag is specified, e.g. by 355 , the jump will occur if either flag is set. If the specified $\mathrm{fl} \mathrm{ag}(\mathrm{s})$ is not set, the following byte is skipped.
$36_{8} \mathrm{CNZ}_{2} \quad$ Load the program counter if the specified flag is zero, otherwise the same as the previous instruction.
$370_{8}, 371_{8}$ Shift accumulator one bit right or one bit left. If shift right, the Carry is copied into the MSB and the original LSB is lost. If shifit left, the LSB becomes zeto, the hibb moves into the Carry and the original carry is lost. OXY $_{8} \quad$ With the exception of Halt (000) this subset is not used at present and the computer interprets it as 'no operation.'

## CHAPTER 3:

## Hardware

The hardware of the project was constructed in two phases:-
a) the display panel and the interface during the early part of 1974. These are shown in plates 1 and 2.
b) the processor unit in mid-1975. This is shown in plate 3.

These items are described in this chapter in the reverse order because the design of the processor follows naturally from the sections on the microprocessor 8008 and the prototyping unit SIM 8.

### 3.1 Microprocessor 8008

The 8008 is a single chip MOS 8-bit parallel central processor unit and requires control logic and memory to form a microcomputer system. The processor communicates over an 8-bit data and address bus and uses two input leads (ready and interrupt) and four output leads ( $S_{0}, S_{1}, S_{2}$ and sync) for control. Time multiplexing of the data-bus allows control information, 14 -bit addresses and data to be transmitted between CPU and memory.


Plate 2. The Interface Board.


Plate 3. The Computer Board.

The CPI contains six 8-bit data registers, an 8-bit accumulater, two 8-bit temporary registers, four flag bits and an 8-bit parallel aLU which implements addition, subtraction and logical operations. A memory stack containing a 14 -bit program counter and seven 14 -bit words is used internally to store program and sub-routine addresses. The 14bit address permits direct addressing of 16 K words of memory which may be any mix of RAM, ROM or Shift register.

The chip is internally microprogramed to implement a variety of inter-register transfer, arithmetic, control and logical instructions. Most instructions are coded in one byte (8-bits): data immediate instructions take two bytes; jump instructions use three bytes. Operating with a 500 KHz clock, the shortest instructions take 12 uS for execution; most common instructions take between 20 and $32 \mu$ while the longest takes $44 \mu \mathrm{~S}$.

The instruction set consists of 48 instructions and is shown in Figure 3.1, a more detailed specification can be found in the Manual Ref. 7.

All inputs are TTL compatible and all outputs are Low-power TTL compatible.

Typically, a machine cycle consists of five states; two states ( $\mathrm{T}_{1}, \mathrm{~T}_{2}$ ) in which addresses are output from the processor and latched externally, one state ( $\mathrm{T}_{3}$ ) for the instruction or data fetch from memory and two states ( $\mathrm{T}_{4}, \mathrm{~T}_{5}$ ) for the execution of the instruction. If the processor is used with slow memories, the 'ready' line at logic 0 induces a 'wait' state after $\mathrm{T}_{2}$ which persists until ready goes to 1 and allows the processor to proceed to state $\mathrm{T}_{3}$.

MCS-8 ${ }^{1 "}$ Instruction Set
INDEX REGISTER INSTRUCTIONS

| MNEMONIC | MINIMUMA <br> STATES REQUIRED | instructiontione $D_{1} D_{6} \quad O_{5} D_{4} D_{3} \quad L_{2} D_{1} D_{0}$ | DESCRIPTION OF OPERATION |
| :---: | :---: | :---: | :---: |
| ${ }^{111} \mathrm{LIT}_{17}$ | (5) | 100055 |  |
| - PLIM | 181 | 110001 |  |
| L.M | 17 | $1-15$ |  |
| 131 | 181 |  |  |
| L19) | (9) | $\begin{array}{llllllll} 0 & 0 & 1 & i & i & 1 & 1 & 0 \\ 0 & 0 & H & B & 8 & 8 & \theta \\ \hline \end{array}$ | Lond memoty reginen M with data B . . B, |
| In | (3) | 0000000 | Incosment ihe conignt ol indes tagute it it Al. |
| uc. | 151 | 0000000 |  |

ACCUMULATOR GROUP INSTRUCTIONS
The result of the ALU instructions alfect all of the flag tlip-flops. The rotate instructions aflect only the carry flip-flop.


PROGRAM COUNTER AND STACK CONTROL INSTRUCTIONS


INPUTIOUTPUT INSTRUCTIONS


MACHINE INSTRUCTION


Figure 3.1. Instruction Set of Mi roprocessor 3008.
(Reproduced with per:nission of Intel Corporetion (UK) Ltd.)

When a 'Halt' instruction is received, the processor enters the 'stopped' state after $\mathrm{T}_{3}$. The only escape from this state is by application of the interrupt signal which causes the processor to enter the $\mathrm{T}_{1_{\mathrm{I}}}$ state. This is an alternative to. $\mathrm{T}_{1}$ in which the lower eight bits of the address are sent out as usual but the program counter is not incremented, thus, in the absence of any special arrangement the instruction following the halt will be obeyed twice, consequently it is normally a no-operation instruction.

Being an MOS device, the 8008 is fairly slow and output signals can be delayed by up to $1.1 \mu \mathrm{~S}$ from the initiating change. The complete timing diagram and timing tolerances are shown in Figure 3.2.

With reference to the timing diagram, the following observations can be made:-
a) Each state of the microprocessor is split into two parts, the first in which sync $=1$, the second where sync $=0$. The sync transition is initiated by the trailing edge of $\phi_{2}$ and occurs after a delay ${ }^{\mathrm{t}}{ }_{\mathrm{SD}}$ which may be as 1 ong as 700 nS . The pulses $\phi_{1}$ and $\phi_{2}$ which occur in the first part of the cycle are designated $\phi_{11}$ and $\phi_{21}$ respectively, those in the second part are $\phi_{12}$ and $\phi_{22}$. Due to the sync delay, the sync transition may occur during the $\phi_{11}$ pulse and therefore it is not possible to distinguish simply between fu and $\phi_{12}$. In the case of $\phi_{2}$ the combinations $\phi_{2}$.sync, $\phi_{2}$. $\overline{\text { sync }}$ allow this distinction.
b) Data is placed on the output lines by the trailing edge of $\phi_{11}$ and removed by $\phi_{22}$. It could be latched by either $\phi_{12}$ or $\phi_{22}$, but because $\phi_{22}$ is the more easily derived it is used. Thus both high and low addresses are latched by $\phi_{22}$, the distinction between them being made by $\mathrm{T}_{1}$ and $\mathrm{T}_{2}$ respectively.

## TIMING DIAGRAM



Notes: 1. READY line munt be at " 0 " prior to $\boldsymbol{\phi}_{\mathbf{2} 2}$ of $\mathrm{T}_{\mathbf{2}}$ to guarenten entry into the WAIT state.
2. INTERRUPT' line munt not change levala within 200 ns Imax.) of islling edge of $\Phi_{1}$
A.C. CHARACTERISTiCS
$T_{A}=0^{\circ} \mathrm{C}$ to $70^{\circ} \mathrm{C}: \mathrm{V}_{\mathrm{CC}}=+5 \mathrm{~V} \pm 5 \%, \mathrm{~V}_{\mathrm{DD}}=-9 \mathrm{~V} \pm 5 \%$. All measurements are referenced to 1.5 V levels.

| SYMBOL | PARAMETER | $\frac{8008}{\text { LIMITS }}$ |  | 8008-1 <br> LIMITS |  | UNIT | TEST CONDITIONS |
| :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: |
|  |  |  |  |  |  |  |  |
|  |  | MiN. | MAX. | MIN. | MAX. |  |  |
| ${ }^{t} \mathrm{CY}$ | CLOCK PERIOD | 2 | 3 | 1.25 | 3 | $\mu \mathrm{s}$ | $\mathrm{t}_{\mathrm{R} \cdot} \mathrm{t}_{\mathrm{F}}=50 \mathrm{~ns}$ |
| $\mathrm{t}_{\mathrm{R}, \mathrm{t}_{\mathrm{F}}}$ | CLOCK RISE AND FALL TIMES |  | 50 |  | 50 | ns |  |
| ${ }^{1} \phi{ }_{1}$ | PULSE WIDTH OF $\Phi_{1}$ | . 70 |  | . 35 |  | $\mu s$ |  |
| ${ }_{1}{ }_{\text {¢ }} 2$ | PULSE WIOTH OF ¢ $_{2}$ | . 55 |  | . 35 |  | $\mu \mathrm{s}$ |  |
| ${ }^{1} 01$ | CLOCK DELAY FROM FALLING EDGE OF $\phi_{1}$, TO FALLING EDGE OF $\phi_{2}$ | . 90 | 1.1 |  | 1.1 | $\mu \mathrm{s}$ |  |
| ${ }^{1} \mathrm{D} 2$ | CLOCK DELAY FROM $\phi_{2}$ TO $\phi_{1}$ | . 40 |  | . 35 |  | $\mu s$ |  |
| $\mathrm{t}_{03}$ | CLOCK DELAY FROM $\oplus_{1}$ TO $\phi_{2}$ | . 20 |  | . 20 |  | $\mu s$ |  |
| ${ }^{\text {t D D }}$ | DATA OUT DELAY |  | 1.0 |  | 1.0 | $\mu \mathrm{s}$ | $C_{L}=100 \mathrm{pF}$ |
| ${ }^{1} \mathrm{OH}$ | HOLO TIME FÜH ÜATA Bù | . io |  | .ic |  | His |  |
| ${ }_{1 / \mathrm{IH}}$ | HOLD TIME FOR DATA IN | 111 |  | [1] |  | $\mu s$ |  |
| ${ }^{\text {s }}$ SD | SYNC OUT DELAY |  | . 70 |  | . 70 | $\mu s$ | $\mathrm{C}_{L}=100 \mathrm{pF}$ |
| ${ }^{\prime} \mathrm{S}$ ' | STATE OUT DELAY (ALL STATES EXCEPT TI AND TIII ${ }^{121}$ |  | 1.1 |  | 1.1 | $\mu \mathrm{s}$ | $C_{L}=100 \mathrm{pF}$ |
| ${ }^{\prime}$ s2 | STATE OUT DELAY ISTATES TIAND TIII |  | 1.0 |  | 1.0 | $\mu s$ | $C_{L}=100 \mathrm{pF}$ |
| ${ }^{1}$ RW | PULSE WIDTH OF READY DURING $\phi_{22}$ TO ENTER T3 STATE | . 35 |  | . 35 |  | $\mu 5$ |  |
| ${ }^{\text {P }}$ D | READY DELAY TO ENTER WAIT STATE | . 20 |  | . 20 |  | $\mu \mathrm{s}$ |  |



Figure 3.2. Thiaing Diagran of Microprocessor 8008.
(Reproduced with permission of Intel Corporation (UK) Ltd.)
c) Data into the processor must be present before the trailing edge of $\$ 11$ in state $T_{3}$. Due to the state out delay $t_{s_{1}}$ this edge can occur before $T_{3}$ can be recognised. An extra state must therefore be generated $\left(\mathrm{T}_{\mathbf{3}_{A}}\right)$ which is initiated by the trailing edge of $\phi_{22}$
 that occurs between $T_{2}$ and $T_{3}$ and gates either memory or input data to the microprocessor.
d) The interrupt line must not change within 200 nS of the trailing edge of $\phi_{1}$. Since the interrupt request may occur at any time it is necessary to hold it until an appropriate time, apply it to the interrupt line and then to cancel it after it has been recognised.

### 3.2 Prototyping Unit SIM 8

This unit was designed by Intel with the aim of providing all the features that would be needed by a prospective user of the 8008 . The circuit diagram and layout can be found in the User Manual, Ref. 7

It provides 1 K of RAM using page addresses $010_{8}$ to 0138 , space for 2 K of PROM type 8702 using page addresses 000 to $007_{8}$, two input and one interrupt port ready multiplexed and four output ports ready 1atched. An interface is provided for a teletype so that program can be loaded into RAM from keyboard or paper tape.

A comprehensive range of signals including high and low address lines, memory input and output data lines, processor state, clock and sync 1 ines are available from the board for use in specialised applications and were used for developing the interface unit and program before the processor board was constructed.

### 3.3 The processor unit

The SIM8 unit provides many features which are not necessary in the present application and since it was designed during 1972 it would be surprising if the parts-count could not be reduced by using integrated circuits which have become available since that time. Both of these avenues have been explored in the design of the unit to be described.
niagrams relevant to this sertion are figures 3.3 to 3.8. Figure 3.3 shows the 1 ayout of the unit and its connectors and assigns reference numbers prefixed with $B$ to all integrated circuits. These references are also given where appropriate in the other diagrams so that the location of any functional unit can quickly be found.

Data flow within the unit is shown in rigure 3.4. Nata is supplied to the 9008 via the 'input data-bus' and data output from the 8008 flows via the buffer to the 'output data-bus.' Pin numbers used by all the buses shown on this diagram are given in the table of Figure 3.5. The important unit for transmitting data to and frof: the 8008 is the Intel unit 8212 and this is shown in greater detail in Figure 3.6. Basically $j t$ is an 8 -hit latch with tri-state gated output and four control lises. Its truth table is:-


The Clear input (CLR) is not used in this application.


Figure 3.3. Layout of Computer Board.



| $L$ | 9 | $\leqslant$ | 12 | $\downarrow$ | $\bar{z}$ | $\varepsilon$ | － | て「19 | 1018 | Wive |  |
| :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: |
| 4 | 81 | 61 | 02 | 12 | $!$ | 己 | § | و＇ぐカ＇とg | 2628 |  | ssaxppy |
| 12 | 61 | L1 | $\leqslant 1$ | OL | 8 | ¢ | $\dagger$ | OLG | 2して8 | पо7ет－ppy not | Rлошert |
| 96 | 72 | ¢！ | 01 | － | － | － | － | 1g | 1018 | Mry |  |
| － | － | － | － | 91 | も | こし | O1 | 己g | 1018 | 1\％\％ |  |
| い | 01 | 6 | 3 | $L$ | ？ | 5 | $\nabla$ |  | 2026 |  |  |
| 己́ | Oc | 81 | Ol | 6 | $L$ | $\dot{\zeta}$ | $\varepsilon$ | いLE | て， 2 ¢ |  |  |
| $\bigcirc$ | \＆ | 1 | 6 | － | － | － | － | 15 | 1018 | ตne |  |
| － | － | － | － | 5 | $\varepsilon \downarrow$ | $\therefore 1$ | 6 | c． 8 | LOLS | \％\％y | sna |
| ¢ $\bar{c}$ | に | 51 | $0:$ | 6 | 1 | $\leqslant$ | ¢ | 0.9 | でこと |  | どご |
| こ̄ | ： $\bar{c}$ | C1 | 91 | 6 | 2 | $\vdots$ | $\varepsilon$ | ¢q | こしで |  | ancizno |
| しく | 61 | L．i | 51 | $0:$ | 3 | $\bigcirc$ | $\dagger$ | 68 | ごころ | rejfng |  |
| $\bar{C}$ | $0 \bar{c}$ | 6 | 91 | 6 | 1 | $i$ | $\varepsilon$ | 68 | でもぐ心 | dəying | sng |
| ： | 61 | 21 | 51 | 01 | 8 | ？ | $\dagger$ | Lig | く1を8 | $7 \times 0 \mathrm{~d}$ Axoura | ：$\because$ ¢c |
| le | 61 | i！ | $\leq i$ | OL | $\varepsilon$ | 0 | D | ぐく | こんで8 | 7rod 7 ncui | fncui |
| 2 | $\varepsilon$ | － | $\zeta$ | 9 | $L$ | 6 | 6 | Stg | 8008 | josseooncousta |  |
| 8 | L | 8 | $\bigcirc$ | $\pm$ | $\varepsilon$ | 2 HId | $!$ |  | Edx山 | 山Ith |  |



The units 1 and 2 , input and memory ports respectively, have $M 1=0$, $\operatorname{STB}=1$, so that the latches continually follow the input dita and when it is required that this data be applied to the Input data-bus, the appropriate device is selected by $\overline{D S I}=0$, חS2 $=1$.

The unit 3 is simply used as a buffer and the control inputs accordingly are $M D=1, \overline{D S 1}=0, D S 2=1, S T B=X$.

Units 4 and 5 have their outputs permanently enabled while latching the inputs at the appropriate times, therefore $M D=1, S T B=X, D S 2=$ $\phi_{22}$ and $\overline{\mathrm{DSI}}=\overline{\mathrm{T}}_{1}$ for unit $4, \overline{\mathrm{~T}}_{2}$ for unit 5 .

The outputs of the address latches and the data buffer are fed to the memory and the interface unit. The arrangement of the memory is shown in Figure 3.7. Certain of the high-address lines are decoded to select the memory chips and because only four pages of $R O M$, one page of RAM and one page of shift-register (in the interface) are required, only the three least significant bits need be decoded. However, the RAM used in development had been page 013 in the SIM 8 and this character had already been written into ROM, furthermore, decoding for X77 (the shift-register page) was included in the interface. Therefore to maintain compatibility between SIM8 and the processor, bits 1,2 and 4 were used as inputs to the 3 -line decoder, bit 3 was applied to an Enab1e input. The result is that addresses 0, $1,2,3$ are decoded directly, 013 appears as output 7 and $X 77$ disables the decoder while enabling the shift-register. All the memory chips have tri-state output gates so that the chip-select signals simply enable these gates and impose the corresponding data on the memory data-bus.

The control logic of the system is shown in Figure 3.8. The outputs are all down the right hand side. Considering these in sequence:-



The Clock signals are penerated by two dual retriggerable monostables type 9602 , the pulse widths are preset by paralleling suitable resistors. This circuit is identical to that used in the SIM 8 unit.

Units B8, B10 (High and low address latches) are latched by $\phi_{22}$ applied to $D S 2$ and $\bar{T}_{1}, \bar{T}_{2}$ to $\overline{\mathrm{DS} 1}$ as already explained. The state signals are obtained from the 3 -line decoder $B 17$, type 8205 . The sync output of the microprocessor is the only one requiring a buffer and rather than introduce a low-power T.T.L. inverter with limited fan-out, an emitter-follower with standard T.T.L. was used.

The need for the bridging state $\mathrm{T}_{3}$ was explained in section 3.1 . It is provided by a D-type flip-flop clocked to 1 at $\phi_{22}$ of $T_{2}$ on all except write cycles. The expression for the clock pulse is:-
$\overline{\phi_{2} \cdot \overline{\text { sync }} \cdot \mathrm{T}_{2} \cdot \overline{\mathrm{DO}} 7 \cdot \mathrm{DO}_{8}}$
which goes high on the trailing edge of $\phi_{22} . \mathrm{T}_{3}$ is reset by $\overline{\mathrm{T}_{3} . \text { sync }}$ i.e. at the end of the first part of $T_{3}$.
$T_{3}$ enables DS2 of both the input and memory ports, $\overline{D S 1}$ is used to discriminate between them. On a memory-read cycle when $\mathrm{DO}_{7} \mathrm{DO}_{8}=0 \mathrm{X}$, $\overline{\mathrm{DS} 1}$ of the memory port (B11) is enabled; on an input cycle when $\mathrm{DO}_{7} \mathrm{DO}_{8}$ $=10, \overline{\mathrm{DS} 1}$ of the input port (B12) is enabled.

When data is to be written to store, the $W / R$ lines are enabled by the 4-input gate bi5 which presers the $\overline{\mathrm{D}}$-type flip-fiop when

$$
\mathrm{n}_{7} \cdot \mathrm{~m}_{8} \cdot \mathrm{~T}_{3} \cdot \text { sync. } \phi_{2}=1
$$

i.e. the $\phi_{2} i$ pulse of $T_{3}$ in a PCW cycle.

The flip-flop is reset by the following $\phi_{22}$ pulse applied to the clock input.

The 'ready' line of the 8008 is controlled by the interface when the Wait/Run switch is in the Run position. Otherwise the 'step' switch applies a $5 \mu \mathrm{~S}$ pulse to the ready line when it coincides with the interface also being ready.


Figure 3.8. Control Logic of Computer Board.

An interrupt can be applied to the processor manually, for program development purposes or automatically, for starting under normal conditions. A clock pulse is applied in both cases to the first D-type, the second is then set by the following sync pulse and applies the interrupt. This arrangement meets the timing requirement of the interrupt given in the timing chart, Figure 3.2. Both flip-flops are reset when the interrupt is recognised and the processor enters state $T_{2}$.

### 3.4 The Interface

Diagrams relating to the interface are Figures 3.9-3.16. Figure 3.9 shows the layout of the board and its connectors and assigns reference numbers prefixed by $C$ to all the integrated circuits. These numbers are also shown in the other diagrams and enable functional elements to be quickly located.

The general organisation of the interface is shown in Figure 3.10; data to be displayed on the panel is stored in a 32-bit shift-register, eight bits wide. Normally the shift-register recirculates and as each word of eight bits appears at the output it controls the bit-1ines of the LED matrix (Figure 3.12) via the Bit Drivers (Figure 3.15) while a 5-bit binary counter which is keeping track of the shift-register energises the appropriate word line. Not all of the 32 locations of the shift-register are needed for display and sore of these non-display locations are used as ordinary memory locations within the program. When access to the shift-register for read or write is needed, the processor is forced into a wait state until the correct location is reached.


Figure 3.9. Layout of Interface Board.


Figure 3.10. Organisation of Interface.


Figure 3.11. Shift Register Detail.


[^1]The shift-register is shown in greater detail in Figure 3.11; it is controlled by three signals generated in the logic unit (Figure 3.13) which are clock, write/recirculate and output gate enable. The output of the MOS shift-register is only able to drive a single T.T.l. load so it is buffered by the SN 7417 units which drive in turn the Bit drive amplifiers and the tri-state gates SN74125. When the high address X77 is latched, the gate C 23 enables the tri-state gates and imposes the shift-register output on the memory data-bus.

The logic control unit, Figure 3.13, performs several functions; taking them from the top:-

The first two items are connected with the Switch Matrix shown in Figure 3.14. When the processor 8008 executes an input instruction it outputs the accumulator contents at time $\mathrm{T}_{1}$ and this is held by the low address latch, the peripheral address is held by the high address latch. By decoding four bits of the low address, a single peripheral address can be multiplexed sixteen ways. The unit SN 74159 performs this function, the outputs each pulling one of the word lines to earth. If a push-button connected to the earthed line is operated, the corresponding bit line is earthed while the rest remain high. The signals from the bit-lines are inverted in the units SN7404 and applied to the input port. The togg1e switches at the top of Figure 3.14 must be gated to the bit lines because they operate simultaneously and for long periods. The effect is to connect several bit lines together.

The counter keeping track of the shift register consists of the $D-$ type SN7474 and the 4-bit binary counter SN7493. The LSB of the counter is compared with that of the low address in the Exclusive-OR


SYNC

Low 4DDRESS


Figure 3.13. Logic Control Unit - Interface Board.


Figure 3.14. Panel Switch Matrix.


Figure 3.15. Bit-drive Amplifier for Display.


Figure 3.16. Word-drive Anplifier for Display.

Connections of 18 Nord-drivers.

| $\begin{aligned} & 7407 \\ & \text { REF. NO. } \end{aligned}$ | input | OUTPUT | 1SÉP CON'R $N^{\circ}(\text { fic } 3.9)$ |
| :---: | :---: | :---: | :---: |
| $\stackrel{1}{c}$ | 3 | 2 | M 12 |
|  | 3 | 4 | M11 |
|  | 5 | 6 | M 10 |
|  | 9 | 8 | H13 |
|  | 11 | 10 | M14 |
|  | 13 | 12 | M 15 |
| $\uparrow_{c}^{\uparrow}$ | 1 | 2 | M19 |
|  | 3 | 4 | M17 |
|  | 5 | 6 | M 16 |
|  | 9 | 8 | M20 |
|  | 11 | 10 | M 21 |
|  | 13 | 12 | M 22 |
| $\begin{gathered} 4 \\ c 5 \\ b \end{gathered}$ | 1 | 2 | M 25 |
|  | 3 | 4 | M 24 |
|  | 5 | 6 | 1423 |
|  | 4 | 8 | M 26 |
|  | 11 | 10 | M 27 |
|  | 13 | 12 | M 28 |

gate C24, the result being applied to the $A=B$ rascading input of the 4 -hit binary comparator $\operatorname{SN} 7485$ which corpares the remaining four bits. The ready line of the 8008 is enabled when equality is indicated by the $\operatorname{SN} 7485$ or by $\phi_{22}$ when the high address is other than $\times 77$.

Access to the shift register may be summarised:-
a) High address X 77 is output at $\mathrm{T}_{2}$ time, ready is disabled and the shift register assumes control of the memory data-bus.
b) Shift register and counter are clocked until equality between counter and low address is reached, ready line is enabled.
c) Processor enters $T_{3}$, accepting data from the shift register on a read cycle. On a write cycle the $\mathrm{F} / \mathrm{R}$ signal is generated and together with high address X 77 this switches the shift resister to 'write.'

The five outputs of the counter are fed to two ' 4 to 16 line decoders' SN74159 which energise the word lines of the LED matrix, Figure 3.12; via the 'word line drivers' Figure 3.16.

Outputs corresponding to locations in the shift register which are not to be displayed are wire-ORed and used to disable the outnut gate of the shift register except when read/write access is required. The LFD display matrix operates by one of the word lines being held high while one or more of the bit lines go low, thus energising the IEDs at the intersections. The word and bit drivers must he synchronised if crosstalk between adjacent words of the display is to be avoided. Three measures have been adopted to minimise such crosstalk:-
a) The clocks of the counter and the (relatively) slow shift register were offset by about 300 nS hy means of the tro monostables $C 4, C 9$, in order to synchronise their output transitions.
b) The word drivers were disabled for about 500 nS following the clock pulse of the counter in order to allow the charge stored in the output transistor of the word drive amplifier to decay.
c) The bit drivers were set to zero on non-display locations by controlling the output gate of the shift register as explained earlier.

By these means, crosstalk in the prototype was reduced to an acceptable degree but it is felt that the real solution lies in the use of a shift register and counter of comparable speed and a faster power transistor in the output stage of the word line driver. This problem is further discussed in the concluding chapter.

## CHAPTER 4:

## The Program of the Microprocessor

### 4.1 General

The complete listing of the program with addresses and comments is given in Appendix 1. The description given in this chapter essentially refers to flow diagrams on which lahels and addresses used in the program are given wherever necessary.

The program breaks down into three major functional parts:-
a) The Mode-selection section which determines mode and speed of operation, starting and stopping. This is descrihed in Section 4.2.
b) Nanuai operation section, consistiag of a seities of subroutines which service the various panel push-buttons. These sub-routines are also used by the microprogram section wherever it is most economical to do so. This section is described in 4.3.
c) The Microprogram which determines the step by step operation when executing instructions. This is described in Section 4.4:

Labels used in the program were intended to he meaningful but, inevitably, nmemonics are more meaningful to their inventor than anyone else. The following points may be helpful:-
a) The program counter is called $G_{\text {i }}$ in some of the older parts of the program, e.g. INCC is a label meaning Increment $G$ or Increment PC.
b) The store-addressing register 5 is referred to as F.e.g. $\mathbf{X F R F}=$ transfer $F$.
c) The input switch register was called K. e.f. RDK = Read K.

Useful constants in the program are $000_{8}$ and $377_{8}$, the former is kept in register C but does not sterilise it because it can still be used for counts and delays which have a final value of zern. Constant 377 is held in register $H$ where it provides the high address for the shift register in the interface. It only needs to be changed in two cases; (a) when reading from RAM in the sub-routine INSTOR and (b) when loading RAM in the sub-routine LDSTOR. The high address in these cases is 013.

The processor board does not decode the input address and therefore any INP instruction enables the input port; however, in order to maintain compatibility with the SIM 8 unit, input address 1 is used throughout. Prior to the INP instruction being used it is necessary to load the accumulator with the proper code to select the required input switches. The codes and the switches they select are:-

| Code (octal) | Switches selected |
| :---: | :--- |
| 000 | Clear, complement, increment, decrement. |
| 001 | Register switches on lower console. |
| 002 | Mode selector. |

```
Code (octal) Switches selected
    003 Speed selector.
    004 Bus to register gates.
    005 Accumulator and Bus to ALU gates.
    006 ALU functions.
    007 Register to Bus gates.
    010 Input 0 to Bus gate.
    011 Store address source gates.
    012 Instruction source gates.
    013 Start and Stop.
    014 ALU result to acc. gate, shift right, left.
    017 Input 0 (toggle switch settings)
This table may alternatively be deduced from Figure 3.14.
The functions stored in the }32\mathrm{ words of the shift register are:-
Location (octal) Function stored
000 Accumulator content.
001 Temp. store used in PANEL and DOBIT sub-routines.
002 Content of register 1.
003 Temp. store for PANEL sub-routine.
004 Content of register 2.
005 Temp. store for PANEL sub-routine.
006 Content of register 3.
007 Spare.
010 Content of register 4.
011 Spare.
012 Content of register 5.
013 Temp. store for ST/ST (Start/stop) sub-routine.
```

| Location (octal) | Function stored |
| :---: | :---: |
| 014 | Content of register 6 (Program counter). |
| 015 | Spare. |
| 016 | Temp. store for OPONA sub-routine. |
| 017 | Accumulator to ALU gate indicator. |
| 020 | ALU result and also temp. store in LOGIC sub- |
|  | routine. |
| 021 | Temp. store in LOGIC sub-routine. |
| 022 | Content of store address register. |
| 023 | Spare. |
| 024 | Content of instruction register. |
| 025 | Spare. |
| 026 | Register to Bus gate indicators. |
| 027 | Bus to register gate indicators. |
| 030 | ALU to acc. gate, shift left, shift right |
|  | indicators. |
| 031 | ALU function indicator. |
| 032 | ALU flags. |
| 033 | Store address source gate indicators. |
| 034 | Instruction decoder indicator. (Inst'ns 0,1,3.) |
| 035 | Tnstruction decoder indicator. (Inst'ns 2) |
| 036 | Instruction source gate indicators. |
| 037 | Processor state indicator. |

While the locations given here have been specified in the range 0 to 37 , the hardware does not decode the three most significant bits so that each location can be addressed by eight different characters. It is convenient to address 037 by 377 for example. Not all the bits are used in every location, the actual usage may be deduced from Figure 3.12.

### 4.2 Mode of operation

The flow chart of this section of the program is shown in Figure 4.1. The machine has four modes of operation which are selected by a four position mode selector switch, viz:-

| Manual | in which the machine responds to all the pushbuttons on the panel and lower console. |
| :---: | :---: |
| One-bit | in which the machine executes one step of the |
|  | current instruction when the start button is |
|  | pressed. |
| One-instruction | in which a complete instruction is executed |
|  | step by step following operation of the start |
|  | button. Operation may be frozen at an inter- |
|  | mediate step by holding down the stop button. |
| Continuous | when the machine takes sequential instructions |
|  | from store and obeys them until such time as the |
|  | stop button is pressed or a halt instruction is |
|  | obeyed. |

In all except the manual mode, the machine must stop at the end of an instruction in a special state in which the panel push-buttons are operative as they are in the manual mode. In the last two modes the rate at winich the mictopiogian is extcuted is variabie from about two seconds per step to about 10 mS per step.

The flowchart consists basically of a loop in which one microinstruction is executed on each traverse. Entry to the loop is only gained if the mode is not manual and if the start button has been operated; operation within the loop depends on the mode selected, the state of start and stop buttons and the processor state indicator. Exit from the loop is always to the manual mode of operation.


Figure 4.1 Flowchart for Mole Selection.

### 4.3 Manual operation

This part of the program starts at 1 ine 000 of page 000 ; the initial conditions $H=377, C=000$, processor state $=001$ are set up and then a series of sub-routines are called. These are:-

PANEL
DOUT (Data OUT)
DIN (Data IN)
OPONA (OPerate ON Acc)
LOGIC
INSTN (INSTruction)
DECODI (DECODe Instruction)
STGATE (STore GATEs)
services the switches of the lower console. services the register to bus gate switches. services the bus to register gate switches. services accumulator operations. services the ALU. services the instruction source gate switches. decodes the instruction register. services the store address gate switches.

These sub-routines are considered in turn:-

### 4.3.1 PANEL

The flow chart is shown in Figure 4.2.
Two sets of switches are involved, the four register function switches and the seven register selectors. In order to eliminate the effect of switch bounce, both sets of switches are ignored unless successive samples have identical non-zero values.

Of the function selectors (Clear, complement etc.) only one should be operated at any one time. This requirement frequently occurs in the manual mode of operation and the sub-routine ONLY1 is designed to deal with it. This sub-routine counts the number of operated switches in the sample and returns control to the calling program if the result is unity, otherwise it causes lamps associated with the operated switches to flash once before returning to the start of the manual sequence. This cycle is repeated for so long as two or more switches in the group are operated and the lamps flash continuously during this time.


Figure 4.2. Flowchart for subroutine 'PANBL'

In the case of the function selectors there are no lamps associated with the switches, the visual indication cannot be given and the computer simply appears to ignore the switches when two or more are operated.

When the required function has been uniquely established, the registers to be operated on are determined and modified. A record is kept of those changed so that if the switch bounces or is released and re-operated the register is not changed a second time.

### 4.3.2 DOUT (Data OUT)

The flow chart is shown in Figure 4.3.
This sub-routine samples the switches controlling the gates which transfer data from a register to the bus. If one of them is found to be operated the corresponding lamp is lit and data copied from the register into register $B$ of the microprocessor. If no switches are operated, the lamps are extinguished and 3778 loaded into register $B$. If more than one switch is found operated, the corresponding lamps are flashed and the sub-routine abandoned.

### 4.3.3 DIN (Data IN)

The flow chart is shown in Figure 4.4.
This sub-routine samples the switches controlling the transfar of data from bus to registers or store. If one or more are operated, the corresponding lamps are lit and data from register $B$ copied into the selected registers.


Figure 4.3. Flowehart fo: DOUT subroutine.


Figure 4.4 Flowchart for DIN subroutine.

### 4.3.4 OPONA (OPerate ON Accumulator)

The flow chart is shown in Figure 4.5.
Operations on the accumulator are:-

```
    Transfer ALU result to accumulator (LTOA)
    Shift accumulator left (SHFTL)
    Shift accumulator right.
```

These switches are sampled and the corresponding lamp(s) lit. If all are off, the temporary store at 016 is cleared and the sub-routine abandoned. The three operations are mutually exclusive of each other and of the operation 'load accumulator from bus,' therefore this extra switch is sampled and combined with the others for the ONLYl test. The shift instructions must only be performed once while the switch is operated and to indicate this, the store location 016 is loaded from H when the operation is performed. Subsequently, the sub-routine is abandoned when the location 016 is found to be non-zero.

### 4.3.5 LOGIC

The flowchart for this sub-routine is shown in Figure 4.6.
The operation to be performed by the ALU is selected by four pushbuttons, if none is operated the previous setting is used and if there is no previous setting the display is set to ADD. If more than one switch is operated, the lamps are flashed and the whole program restarted.

The switch controlling the input gates is sampled and displayed, if zero the sub-routine is abandoned.

The return instruction ( 007 ) is loaded in location 021 of the shift register, the ORB instruction (261) is loaded in $E$ and the required ALU operation in $A$ and $D$. A is rotated until the single 1 reaches the carry and on each shift prior to this, 020 is subtracted from $E$ thus changing


Figure 4.5. Flowchart for OPONA subroutine.

the instruction from $O R B$ to NDB to $S U B$ to $A D B$. When the carry is set, the instruction from $E$ is loaded in 020 of the shift register.

The instruction in 020 is called and upon the return it is overwritten with the result of the ALU operation, 021 is cleared. During this operation the microprocessor flags are set and the carry, negative and zero flags are collected and displayed in 032 of the shift register.

### 4.3.6 INSTN (INSTructioN register source gates)

The flow chart is shown in Figure 4.7.
The instruction source is either the store or the input toggle switches. The push-buttons controlling these gates are sampled and displayed. If neither is operated, the sub-routine is abandoned: if both are operated the alarm sequence is initiated. Otherwise, data is taken from the appropriate source and displayed in 024 of the shift register.

### 4.3.7 DECODI (DECODe Instruction)

It is necessary to decode the instruction for two distinct reasons:-
a) to display the meaning of the instruction
b) to execute the appropriate microinstructions

In a sub-routine fur the first of these purposes the bulk of the instructions are required for decoding the instruction so there is no great penalty in repeating it, complete with the display section, for the second purpose. When only the display is required the sub-routine is abandoned at that point by a conditional return to the calling program, the flowchart for the sub-routine up to that point is shown in Figure 4.8; otherwise, the program continues in eight separate branches into the microprogram section to be described later and to which Figure 4.13 refers.


Figure 4.7. Flowchart for INSTN subroutine.


The decoded instructions are displayed in shift respister locations 034 and 035 according to the following table:-

| Bit Number | Location 034 | Location 035 |
| :---: | :---: | :---: |
| 8 (MSB) | 000, 377, Halt. | 20X, Clear register X |
| 7 | 1 XY , Load reg $X$ from $Y$ | 21X, Complement reg $X$ |
| 6 | 30x-33X, Input/output | 22X, Increment reg $X$ |
| 5 | 34X, Load reg X immediately | 23X, Decrement reg $X$ |
| 4 | 35, Jump if condition true | 24X, Add (X) to Acc. |
| 3 | 36, Jump if condition false | 25X, Subtract (X) from Acc. |
| 2 | 37, Shift left or right | 26X, AND (X) with Acc. |
| 1 (LSB) | OXY, No operation | 27X, OR (X) with Acc. |

The register $D$ is used to distinguish between a display only use of the sub-routine and the extended use, in the former $D$ is loaded with 000, in the latter case it is loaded with 001.

The first two bits of the instruction are examined for:-
a) true zero - if so, jump to $\operatorname{ST} \phi$ (first octal digit $=0$ )
b) false sign - if so, jump to ST1 (first octal digit = 1 )
c) true parity - if so, jump to ST3 (first octal digit = 3)

Otherwise the first octal digit of the instruction is 2 and will be displayed in 035,034 is cleared: the three middle bits are decoded to one of eight to determine which of the instructions to indicate.

If the first digit is 0 , it is further decoded to 000 or $0 X Y$.
If the first digit is 1 , the instruction is 'load $X$ from $Y^{\prime}$
If the first digit is 3 , it is further decoded to:-

377
34
34X Load $X$ immediately

37

35,36 Jump on true/false condition
Halt

Input/output

Shift right or left

### 4.3.8 STGATE (STore address source GATEs)

The flowchart for this sub-routine is shown in Figure 4.9.
The store can be addressed from the input toggle switches, the store-addressing register (5) or the program counter (6). The switches controlling these gates are sampled and displayed, then checked for zero and more than one as in previous cases. The appropriate data is then transferred to the store-address register in 022 of the shift register.

### 4.4 The Microprogram

The Educational Computer is represented as having eight processor states. Operation in the last four of these states is common to all instructions and is:-

State 8 Manual operation, all panel controls operative.
State 7 Program counter incremented, gate from store to instruction register closed.

State 6 Gate from store to instruction register opened, new instruction decoded.

Gate from program counter to store-address
register closed.
State 5 Gate from program counter to store-address
register opened.
All gates open in state 4 closed.
Operations in the remaining four states are shown in Figure 4.10.
It will be noticed that several instructions have operations in state 1 followed by a skip to state 4 , the time spent in state 1 is very short while that in state 4 is determined by the speed control and may be much longer. The visual impression is given that states 1,2 and


Figure 4.9 Flowchart for STGATE subroutine.

| Instruction | State 1 | State 2 | State 3 | State 4 |
| :---: | :---: | :---: | :---: | :---: |
| 000,377, Halt. OXY, No operation. 31,32,33, Unused inputs | $\{$ Load state counter with 020 i.e. skip to state 4. $\longrightarrow$ |  |  |  |
| 1XY, Load X from Y. | Reg 5/store address gate open | Close. | Reg X/Bus gate open. Bus/Reg Y gate open. | Close |
| .20X, Clear X. <br> 21X, Complement X. <br> 22X, Increment X. <br> 23X, Decrement X. | $\{\text { Perform operation and skip. }$ |  |  |  |
| 24X, Add $X$ to Acc. 25X, Subtract X from Acc. <br> 26X, AND X with Acc. <br> 27X, OR X with Acc. | $\left\{\begin{array}{c}\text { Select ALU function. } \\ \text { :Reg 5/store address } \\ \text { gate open. } \\ \text { Reg X/Bus gate open. }\end{array}\right.$ | Bus/ALU gate open. Close. | Close | ALU/Acc. gate open. |
| 30X, Input to Reg X . | Reg 5/store address gate open | Close | Input/Bus gate open. Bus /reg $X$ gate open. | Close. |
|  | P.C./store address gate open. | Increment PoC. Close. | Store/Bus gate open. Bus/reg X gate open. | Close. |
| 35,36, Conditional jumps. | Jump fails, increment P.C. and skip to state 4. $\longrightarrow$ |  |  |  |
|  | P.C./store address gate open. | Close. | Store/Bus gate open. Bus/P.C. gate open. | Close. |
| 37, Shift right, left. | Shift and skip to state 4. $\longrightarrow$ |  |  |  |

Figure 4.10. Microprogram, states 1,2,3,4.

3 have been skipped rather than the actual skipping of states 2,3 and 4. This skipping of states greatly simplifies the decoding of instructions in the various bit-rimes because many instructions simply do not occur in bit-times 2, 3 and 4. Only in bit-time 1 is full decoding of the instruction necessary and the consequent operations at this time are added to the sub-routine DECODI after the conditional return as has been explained in the previous section. In all other states, partial decoding is quite adequate and is generally brief when full account is taken of non-occurring conditions.

The flowchart of the microprogram with bits 4 to 8 in detail is shown in Figure 4.11. The operation required in any particular state can either be performed directly in this section or the accumulator can be loaded with a pattern which simulates. the panel switches and a call made to one of the Manual sub-routines. If the operation can be performed in five machine instructions or less, the first course is preferable.

The flowcharts for states 2 and 3 are shown in Figure 4.12 .
Due to the skip arrangement, the processor cannot enter state 3 unless the instruction is (a) one of the four ALU instructions starting with 2 , (b) starts with 1 or (c) starts with 30 (input), 34 (Load X immediately) or 35,36 a successful conditional jump:

The first of these requires the isolation of the ALU unit and this can be done without effect on the other operations. The remaining operations are all similar, being data transfers between registers and/ or store. In each case the required initial conditions are set in the accumulator and the sub-routines DOUT, DIN called to effect the transfers.


Figure 1.11. Flowchart for microprogran.


Figure 4.12. Flowcharts for microprogran states 2 \& 3.

The same instructions occur in state 2 ; in the AlU instructions conditions are set up so that the LOGIC sub-routine can perform the operation, of the others, only 34 X (load X immediately) requires an action: that the program counter be incremented.

In state 1 the instruction is fully decoded by the sub-routine DECODI because action is taken on every instruction at this time. Before calling DECODI the marker register $D$ is set to 1 so that the conditional return after the display section is ignored. There are eight exits from the display section into the microprogram section and the flowcharts for these branches are shown in Figure 4.13.

If the instruction starts with zero (Halt or No operation) entry 1 is used, the state counter is advanced to 020 thus giving the effect of skipping states 1,2 and 3.

Instructions starting with 1 use entry 2 in which the store is addressed from register 5, sub-routine STGATE is used for this after the code 002 has been set in the accumulator.

Instructions starting with 2 use entry 3 and are first sorted into the groups 20-23 and 24-27. In the first group, operations on memory are first excluded and then conditions set for sub-routine $O P$ to implement the operation, this is followed by the skip to state 4. In the second group (the ALU instructions) the ALU function is determined from the instruction indicator, store is addressed from register 5 (STGATE) and DOUT is used to lift data from the register specified by the instruction. This data is stored in location 001 of the shiftregister until required in state 2.

The remaining instructions are those starting with 3 , the first group $30-33$ are input/output of which only 30 is presently implemented.

Microprogran entries fro:n DECODI (Fiģure 4.8.).


Figure 4.13: Microprogram for State 1 (followinf display section of DicODI)

These use entry 4 and instructions 31-33 are immediately separated and treated as no-operations. For 30 , the store is addressed from register 5 by use of STGATE.

Instruction 34 X , load X immediately, uses entry 5 when STGATE is used to address the store from the Program counter.

Instructions 35 and 36 are conditional jumps using entries $8 \& 7$ respectively. In 36 the flags are complemented before joining the 35 path to compare them with the flags specified in the instruction. If the comparison fails, the program counter is incremented and the state counter advanced to state 4 ; otherwise STGATE is used to address the store from the Program counter.

The remaining instruction, shift, uses entry 6. The direction depends on the LSB of the instruction so this is shifted into the Carry and sub-routine SHIFT called to perform the operation. This is followed by the skip to state 4.

## Conclusions and Review of Project

An Educational Computer has been designed and a prototype built: this has been in use in the Department of Applied Physics and Electronics since September 1975 without major complaint. The main purpose of the machine is to provide a range of controls and modes of operation permitting study of the architecture and microprogram of a typical modern small computer. It is believed that this aim has been fully met. The machine is nevertheless capable of improvement in a number of respects.

### 5.1 Speed

When operating in the single instruction or continuous modes the machine has a range of speeds selected by an eight position rotary switch. At its slowest it executes one bit of an instruction in about two seconds so that a complete instruction with eight states takes sixteen seconds. This is sufficiently slow for all the steps to be followed visually on the panel if the operator knows what to look for.

At low speeds the processor spends most of its time in the delay shown in Figure 4.1 and this delay is successively halved as the speed setting is advanced until, at the maximum setting, the delay is entirely removed. At this stage the time per instruction varies with the number of instructions which the microprocessor has to carry out in emulating the instruction. It averages at about 10 instructions per second. This is very slow indeed by modern computer $s t a n d a r d s$ and when executing a repetitive program such as those of examples 2 and 5 of Appendix 2 it is noticeably so.

If it is decided that this slow speed is a major disadvantage, it can be enhanced either by program or by changes in the hardware. There are some changes in the hardware which are desirable in their own right and these would lead to an increase in speed anyway, they are reviewed in the next section.

In the program it would be possible to provide a new segment so that at the maximum speed setting all the intermediate microprogram steps would be eliminated, only the major registers would be updated on each instruction. The loss of the sequence of gates opening and closing would not be serious because they cannot be followed visually even at the present speeds.

Whether the speed needs to be increased depends on the use to which the machine is put. It is the author's opinion that serious machinecode programming should be undertaken on a microprocessor or minicomputer and that the extensive display panel of the present machine is irrelevant once the basic principles of number systems, architecture, microprogramming and order-code have been understood. From this point of view, only short programs will ever be used on the machine, the slow speed is no disadvantage and there is no pressing need to increase it.

### 5.2 Possible improvements in the Hardware

There can be little doubt that the multiplexed display led to a significant reduction both in the parts cost of the instrument and the area of printed circuit board required to carry the components. The use of a shift-register to present the words serially to the display was dictated by the fact that at that time read/write RAM was considerably more expensive and was organised as a large number of addresses each with only one bit. This is no longer the situation and presently a RAM unit of 256 words of 4 -bits costs no more than one of the shiftregister units used. Two advantages would accrue from the use of RAM; firstly the speed would be higher and more compatible with the TTL counter and secondly, random access would obviate the present need for the processor to enter a wait state until the correct location of the data comes round. This in itself would provide a significant speed improvement in the operation of the machine.

Had the project been undertaken a year later it is likely that the later Intel processor 8080 would have been used. This has a significantly higher speed and a wider range of instructions but would have required a different method of multiplexing the input push-buttons. Obviously the higher speed would have led to a higher speed in the emulated macinine and the extended range of instructions could be expected to lead to a shorter program. The use of a higher speed processor would necessitate changes in the design of the multiplexed display which at present is synchronised with the processor and works at about its highest possible speed. Indeed, in contrast to the processor, a reduction in the display speed is desirable since that could be expected to reduce the crosstalk between adjacent display
words. By the use of RAM in place of the shift-register the display and processor clocks could be entirely divorced although it might be convenient for the display to use a sub-multiple of the processor clock.

There are a number of microprocessors available now and it may well be that one of the others would have led to a more efficient emulation. Without undertaking an extensive programming comparison it is impossible to know whether this is the case, experience in programming the 8008 showed that practice and familiarity led to a marked increase in the efficiency of the code written. The main competitor to Intel in the microprocessor field is Motorola and they claim that their order code is significantly more efficient than that of the 8080 so that a program for the 6800 is only approximately $70 \%$ of the length of an equivalent 8080 program.

Within the limitations of the microprocessor used it is believed that an efficient emulation program has been written. Many of the subroutines have been revised in the course of development, always with a reduction in their length. It is impossible to know when a minimal program has been reached and while the program listed was thought to be minimal it is now known that there are several places in the program where instructions are redundant or where a jump rather than a call would save an instruction. In an Industrial situation a compromise must be reached between the excess cost in production of an inefficient program and the extra cost of time spent refining it. In this instance the PROM comes in 256 -word units and the program occupies $3 \frac{1}{2}$ of these, it is most unlikely that continued refinement would reduce the PROM requirement to three and even if this could be achieved, the extra PROM would have to be re-introduced if any enhancement were attempted.

### 5.3 Cost

The cost of components (November 1975) in this machine can be roughly broken down as follows:-

|  | f |
| :--- | :---: |
| Processor | 20 |
| PROM (4) | 80 |
| LEDs (130) | 39 |
| Switches | 22 |
| Power supply comp's | 10 |
| Power transistors | 9 |
| ICs (random logic) | 30 |
| PCB, Connectors etc. | $\underline{10}$ |
| Total | 220 |

This could be reduced to below $£ 200$ by the use of cheaper LEDs but the penalty would be a less evenly lit display.

It is appreciated that the computer could have been built to the same specification from random logic and in doing so the expensive processor and PROMs would be removed from the cost list. In their place would be a substantial increase in the cost of random logic elements and in the size or number of PCBs and connectors. An overall reduction of component cost of about $\{50$ would not seem unreasonable. However the component cost of electronic equipment is but a small part of the total and the hard-wired approach would lead to greater mechanical design and assembly costs. The greatest disadvantage of that system however would be the redesign necessary in the event of changes in the microprogram or enhancements being made. In the present machine major
changes or enhancements could ho made simply by writing new program for the microprocessor. It can also confidently be anticipated that the cost of microprocessor chips and PROM will continue to fall and thereby erode any apparent cost advantage that a hard-wired design presently enjoys.

### 5.4 Two Recent Machines

During the course of this project the Open University introduced a small computer, OPUS, which is supplied to every student taking the course and is used in the study of machine-code programming (Ref. 8).

In order to keep the cost of each unit to a minimum the controls and information provided on the front panel are minimal. It is an 8bit machine with 128 words of store (some of which are equivalent to registers) which can be loaded and monitored from a bank of eight toggle switches and lamps; the precise function of switches and lamps is determined by a further three toggle switches. The modes of operation, stop, single-shot and run are controlled by another two toggle switches.

The computer has two output ports connected to Minitrons and a single input port fed from a keyboard. These items are used in more advanced work after a loader program has been entered in the machine. The order code is very extensive and provides features which are found in mini-computers such as direct and indirect addressing, sub-routine linkage (by means of a stack pointer) and an interrupt.

It is clear that the design aims of this machine reflect the conditions under which many $0 . U$. students work and insofar as these conditions do not obtain in a conventional university or college so the
teaching computer can be expected to have a different emphasis. Thus in the $0 . U$. case large numbers of these machines are necessary so that each student can have his own and this dictates a minimu cost unit; in a conventional case only one may be required, the students using it in small groups in turn and it is free of the minimum cost constraint. More advanced aspects of programming can be taught on a minicomputer and the teaching machine can be aimed at the fundamental concepts. In the O.U. case the cost of providing the more advanced computer is prohibitive and it makes economic sense to squeeze some features of these machines into the basic tutor.

An alternative low cost method of teaching minicomputer programming and use is described by Sommer (Ref. 9) in which several computer panels are interfaced to a minicomputer (a NOVA 1200) using it on a timesharing basis. Each panel can have peripherals attached to it and appears to the operator as a complete NOVA computer with facilities such as standard editor, assembler and BASIC programs although with a reduction of speed and memory. While this equipment has a role to play where large numbers of students have to use minicomputers simultaneously it is not applicable to the basic study of computer architecture at which the present machine is aimed.

### 5.5. Postscript to 5.3

Since section 5.3 was written, the cost of the $87 \cap 2$ PROM has fallen from f 20 to fll (February 1976 ). This reduces the parts cost by about $£ 40$ and there can now be little or no price advantage in a random logic design.

APPENDIX 1: Jisting of nicroprocessor program
In the following fourteen pages the complete listing of the program is given. The first entry on each line is the address given in pure octal, thus the first PROM occupies 0000 to 0377
the 2nd PROM occupies 0400 to 0777
the 3rd PROM occupies 1000 to 1377
and the 4 th PROM occupies 1400 to 1777.
The second entry on the $l$ ine is the content of the address in octal. The program is listed in pages of $100_{8}$ lines each.

DAT טUU゙ヒ





| 13400 | 307 |  |  |  |
| :---: | :---: | :---: | :---: | :---: |
| 6401 | 007 |  | HET |  |
| 0402 | 066 | LOGIC | LLI | 031 |
| 6403 | 031 |  |  |  |
| 0404 | 006 |  | LAI | 066 |
| 6405 | 046 |  |  |  |
| 0406 | 103 |  | 1Nr | 1 / SAMFLE AlJ, SUH, AND, OH SWITCHES |
| 0407 | 260 |  | OMA | , SET FLAGS |
| 0416 | 150 |  | J12 | *+4 |
| 64.11 | 014 |  |  |  |
| 6412 | D01 |  |  |  |
| 6413 | 370 |  | LinA | 1 SwITCHES NUT ZErso, CHANGE DISHLAY |
| 0414 | 267 |  | OLM | , IF ZEhO LSE OLD DI ShLAY |
| 0415 | 110 |  | JFZ | *+5 |
| 18416 | 022 |  |  |  |
| $1{ }^{1} 17$ | 001 |  |  |  |
| 0420 | 076 |  | LMI | ט1v / IF STILL CEsU SET TO ALID |
| 0421 | 010 |  |  |  |
| 0422 | 045 |  | KST | 4 /(ONLY 1 ) |
| 0423 | 006 | ATOL | L.AI | טも5 |
| 0424 | 005 |  |  |  |
| 0425 | 103 |  | INJ | 1 / SAMLLE A TO L BUTTUN |
| 0426 | 066 |  | LLI | 017 |
| 0427 | 017 |  |  |  |
| 0430 | 378 |  | LMA | 1 AND DISHLAY |
| 0431 | 260 |  | OHA |  |
| 0432 | - 53 |  | KTZ | . |
| 0433 | 066 |  | LLI | 021 |
| 0434 | 021 |  |  |  |
| 6435 | 076 |  | LMI | OW7 / LOAD MET IN DEI |
| 0436 | 007 |  |  |  |
| 0437 | 046 |  | L. E.I | 261 /FOmM OnB INSTN IN heg E |
| 10440 | 261 |  |  |  |
| 0441 | 303 | FLAGS | LAD |  |
| 0442 | 032 |  | FAFK | / 'A' HAS ALD SUB ETC |
| 0443 | 330 |  | LDA |  |
| 13444 | 100 |  | JFC | MODI $/$ MODIFY OLiA JU NİB ETC IF C=0 |
| 0445 | 112 |  |  |  |
| 15446 | 001 |  |  |  |
| 12447 | 362 |  | LLC |  |
| 0450 | 307 |  | LAM | / LOAD 'A' FHOX ACC |
| 0451 | 066 |  | LLI | 020 |
| 18452 | 020 |  |  |  |
| 6453 | 374 |  | LME. | , FUT THE MODIFIED INSTN INTO 077 020 |
| 0454 | 106 |  | $+106$ | /CALL THE OrERATIUN |
| 0455 | 020 |  | +020 |  |
| 6456 | 077 |  | +077 |  |
| 0457 | 370 |  | LMA | / DIStLAY LOGIC aESULT |
| 0460 | 302 |  | LAC |  |
| 6461 | 332 |  | L DC | / CLeAs A, D, AND E FUis FLAGS |
| 4462 | 342 |  | LFC |  |
| 0463 | 100 |  | $J F C$ | Zenur |
| 0464 | 070 |  |  |  |
| ©465 | 001 |  |  |  |
| 0466 | 0.46 |  | LEL | 206 / E HAS CAliry fl, AG; |
| 0467 | 200 |  |  |  |
| 0470 | 110 | $\angle \mathrm{EHOF}$ | JFL | NEGF |
| 16471 | 075 |  |  |  |
| 0472 | 001 |  |  |  |
| 6473 | 036 |  | LDI | ט4V / D HAS LFsu flatg |
| 10474 | 040 |  |  |  |
| 0475 | 120 | N EGF | JFS | SHOFLG |
| 6476 | 102 |  |  |  |
| W477 | も01 |  |  |  |







DCD
LFZ / GUIT IF NOT BITI
LAI DU4

JMF STGATE+3 / ADDKFSS STOKE FKOM PC

LIII OOZ /INSTN IS SHIFT MIGHT OK LEFT
DCD
KFZ / UUIT IF NOT BITI
LAE /PICK UK INSTN
RAR
CAL SHIFT

JMr ST3-4

DCD
LLI 032

LAM
HLC
KLC
XHH
NDI 007
$J M P=3.5+12$

INF 1
LLI 033

LMA / SAMHLE SWITCHES AND DI SrLAY
/SFI FLAGS
HIZ 4 \& UU1T IF ZEKO
KAK
JFC XFKF

CAL KDK / KEAD INrUT SWITCHES

JMF STADD / \& LOAD ADDKESS «EGISTEK

HAK
JFC XFKG

JMF STADD / \& LOAD ADDKESS kEGISTEK


| 1300 | 374 |
| :---: | :---: |
| 1301 | 007 |
| 1302 | 066 |
| 1303 | 033 |
| 1304 | 372 |
| 1305 | 006 |
| 1306 | 001 |
| 1307 | 106 |
| 1310 | 230 |
| 1311 | 001 |
| 1312 | 106 |
| 1313 | 251 |
| 1314 | U01 |
| 1315 | 007 |
| 1316 | 066 |
| 1317 | 030 |
| 1320 | 372 |
| 1321 | 066 |
| 1322 | 026 |
| 1323 | 372 |
| 1324 | 006 |
| 1325 | 004 |
| 1326 | 106 |
| 1327 | 147 |
| 1336 | 002 |
| 1331 | 007 |
| 1332 | 066 |
| 1333 | 027 |
| 1334 | 372 |
| 1335 | 066 |
| 1336 | 035 |
| 1337 | 267 |
| 1340 | 053 |
| 1341 | 066 |
| 1342 | 030 |
| 1343 | 076 |
| 1344 | 100 |
| 1345 | 106 |
| 1346 | 217 |
| 1347 | 001 |
| 1350 | 007 |
| 1351 | 066 |
| 1352 | 030 |
| 1353 | 372 |
| 1354 | 066 |
| 1355 | 034 |
| 1356 | 267 |
| 1357 | 053 |
| 1360 | 312 |
| 1361 | 022 |
| 1362 | 022 |
| 1363 | 1.40 |
| 1364 | 016 |
| 1365 | 003 |
| 1366 | 022 |
| 1367 | 140 |
| 1370 | UU6 |
| 1371 | 003 |
| 1372 | 022 |
| 1373 | D06 |
| 1374 | טロ1 |
| 1375 | 140 |
| 1376 | $0 ¢ 7$ |
| 1377 | 003 |

```
LME / INC&EMENT "G* (rsoGkAM COUNTF&)
KET
LLI \33
LMC / CLOSE STOKE ADDKESS GATE
LAI 001
CAL INSTN+3 /FETCH INSTN FKOM STOKE
CAL DFCODI / AND DF.CUDF. INSTN
```

HET
BIT5 LLI シ3
LMC /CLOSEL TO A, A TO LETC. GATES
LLI Dで 6
LMC / CLOSE hEGISTEK TO BUS GATES
LAI DG4
CAL STGATE+3 /ADKESS STUKE FOM NEXT INSTN
KET
BIT4 LLI ©27
LMC / CLOSE BUS TO KEGISTER GATES
LLI シ35
OFiM $/$ ACC HAS ¿'S INSTN INDICATOK
13TZ / KETUAiN IF INSTN NOT 2
LLI 030
LMI 160
CAL LTUA /LOGIC kESULT TO ACC
FET
LLI 036
LMC /CLOSE A-L,L-A,SH,SL GATES
LLI © 34
OKM / ACC HAS b, 1,5, INSTN INDICATÜK
KTZ / GUIT IF 2 INSTN
LBC / CLEAK B COS DOUT' USES B TO KEMEMBEKK
HAL
KAL
JTC LXY
KAL
JTC INY
KAL
LAI OUl /FOK BUSーSTUKY IN LXI,LGI
JTC LXI




## APPENDIX 2:

## 1. The Bootstrap

A program to take data from the toggle switches, load it into store from a starting address initially set by hand in register 5 , to display the loaded data in the accumulator, increment the store address and wait for the next data.

| Address | Instruction | Comment |
| :--- | :--- | :--- |
| 000 | 000 | Halt |
|  | 307 | Input to store |
|  | 107 | Load accumulator from store |
|  | 225 | Increment register 5 |
|  | 346,000 | Load PC with 000 |

## 2. Stored program examination routine

A program to display the contents"of sequential store locations in the accumulator, starting from an address which is initially set by hand in register 5.

| Address | Instruction | Comment |
| :--- | :--- | :--- |
| 010 | 107 | Load accumulator from store |
|  | 000 | Halt |
|  | 225 | Increment register 5 |
|  | 346,010 | Load PC with 010 |

## 3. A pattern-recognition routine

A program to take a binary pattern, say 2528 , from the toggle switches into a convenient register and then to compare subsequent switch settings with the stored pattern. If the patterns are different,
load zeros into registers 1,23 and 4 , otherwise flash the lamps of those registers for as long as the patterns remain the same.

| Address | Instruction | Comment |
| :---: | :---: | :---: |
| 100 | 345,252 | Load register 5 with 252 |
|  | 201 | Clear register 1. |
|  | 121 | and 2 |
|  | 131 | and 3 |
|  | 141 | and 4 |
|  | 300 | Input 0 to accumulator |
|  | 255 | Subtract stored pattern |
| 110 | 351,120 | Jump to 120 if zero |
|  | 346,102 | Otherwise jump to 102 |
| 120 | 211 | Complement register 1 |
|  | 346,103 | Jump to 103 |

## 4. A parity conversion routine

A program to take data from the toggle switches and to display it with even parity in the accumulator, then to wait for fresh data.

| Address | Instruction | Comment |
| :---: | :--- | :--- |
| 200 | Clear register 3 |  |
|  | 341,001 | Load register 1 with 001 |
|  | 141 | \& copy in register 4 |
|  | 302 | Input to register 2 |
|  | 102 | \& copy in accumulator |
|  | 261 | Logical AND with 001 in register 1 |


| Address | Instruction | Comment |
| :---: | :---: | :---: |
| 207/210 | 351,212 | Jump to 212 if result zero |
|  | 223 | Increment register 3 |
|  | 101 | Register 1 to accumulator |
|  | 371 | Shift Left |
|  | 354,221 | Jump to 221 if Carry set |
|  | 110 | Accumulator to register 1 |
| 217/220 | 346,205 | Jump to 205 |
|  | 103 | Register 3 to accumulator |
|  | 264 | AND with register 4 |
|  | 351,226 | Jump to 226 if zero |
|  | 101 | Register 1 to accumulator |
|  | 242 | Add register 2 to accumulator |
|  | 000 | Halt |
| 230 | 346,200 | Jump to start |

## 5. Multiplication of 4-bit numbers

A program to take two 8-bit numbers from the toggle switches, to mask out the four most significant bits of each and then to multiply the remaining 4-bit numbers, displaying the product in the accumulator.

| Address | Instruction | Comment |
| :---: | :---: | :---: |
| 300 | 344,004 | Load register 4 with 004 |
|  | 201 | Clear register 1 |
|  | 342,017 | Register $2=017$ |
|  | 300 | Input to accumulator |
|  | 262 | AND with 017 |
|  | 130 | Keep in register 3 |


| Address | Instruction | Comment |
| :---: | :---: | :---: |
| 310 | 000 | Halt |
|  | 300 | Input to accumulator |
|  | 262 | AND with 017 |
|  | 371 |  |
|  | 371 |  |
|  | 371 | Shift accumulator left, 5 times |
|  | 371 | . |
|  | 371 |  |
| 320 | 120 | \& keep in register 2 |
|  | 364,326, | Jump if Carry $=0$ |
|  | 101 | Register 1 to accumulator |
|  | 243 | Add register 3 |
|  | 110 | Put back in 1 |
|  | 200 | Clear accumulator |
|  | 234 | Decrement register 4 |
| 330 | 244 | Add register 4 |
|  | 351,341 | Jump if zero |
|  | 101 | Register 1 to accumulator |
|  | 371 | Shift left |
|  | 110 | Put back |
|  | 102 | Register 2 to accumulator |
| $337 / 340$ | 346,317 | Jump to 317 |
|  | 101 | Register 1 to accumulator |
|  | 000 | Halt |
|  | 346,300 | Repeat |
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